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Abstract 

With the growing amount of data in recent years, capturing large sets of data to identify the insights and 

visions of extracting data has become increasingly important. In this project, extracting keywords is one of 

the most important tasks while working with text data in the domains of text mining, information retrieval, 

and natural language processing. In order to achieve this, we propose our project, Barium Search, a 

standalone cross-platform application implemented in Python. The main aim of this project is to enable the 

system to go through the various files by using the word and prepare the list of files based on the search. 

Before accessing the data for the users, it will first encrypt the index information and save it to the database 

for their use. It can handle the information in multiple text file formats. This project will be able to provide 

users' required information at one particular place by using the word entered by the user during their search 

operation. This is a relatively new research topic, and many studies remain to be done. 
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1. INTRODUCTION 

The popularity of any search engine is contingent 

upon two parameters - how quickly it can return 

results and how relevant the results are. This is 

true for not just search engines but any scenario 

where large databases need to be scanned for 

fetching documents or data. In order to achieve 

the first parameter of faster retrieval, indexing 

mechanisms are used. Two types of indexing are 

possible forward and inverted. In forward 

indexing, documents are normally stored as a list 

of words. Whereas, in inverted indexing, the list 

of documents in which the given word appears is 

stored. The indexes must be stored in such a way 

that they can be accessed and retrieved quickly by 

search algorithms. Currently, the indexes are 

stored in the look up table in a random fashion 

without forming a logical sequence. Hence, 

iterating through the look up table for fetching an 

inverted index of a given word becomes a time 

consuming process. For example, in a table , if a 

search algorithm needs access to the inverted 

indexes for the word love, it will have to perform 

a linear search starting from the top of the table 

until it finds the entry for 'love'. Instead, some 

mechanism should be used to determine the 

position in the look up table where the word and 

its inverted index needs to be stored. Moreover, 

searching algorithms can apply the same 

mechanism to directly get the row number of the 

look up table where the indexes have been stored. 

In this paper, we propose using hashing as the 

mechanism for the same. Since tables are basically 

2-dimensional arrays, direct access of a particular 

row is possible. Thus this technique eliminates the 

overhead of iterating through the look up table i.e. 

linear search for fetching the desired entry. In 

summary, we create a (logical) forward index via 

hashing to store the output of inverted index. 

2. RELATED WORK  

The existing search mechanisms were able to 

search only the files that are saved in the system. 

So there was no mechanism for searching the data 

inside the files as per the user search query. Most 

of time, users were not able to get their desired 

information and this section keeps users at their 

limit. Users were able to get information only if 

the file name is known. 

Some special mechanism has been used to work 

on the concept of crawling which can be 

integrated with this project. As to work under real 

time situation, it will enable the system, to go 

through the various files by using the word and 

prepare the list of files based on the search. Before 

accessing the data to the users, it will first encrypt 

the index information and saves them to the local 
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database for their use. The proposed system will 

be able to retrieve the files containing the query 

word within less than one second. 

3. IMPLEMENTATION 

 
Fig 1: Architecture diagram 

Dataset 

A data set (or dataset) is a collection of data. In 

the case of tabular data, a data set corresponds to 

one or more database tables, where every column 

of a table represents a particular variable, and each 

row corresponds to a given record of the data set 

in question. The data set lists values for each of 

the variables, such as height and weight of an 

object, for each member of the data set. Each 

value is known as a datum. Data sets can also 

consist of a collection of documents or files. 

 
Fig 2: Dataset 

Linear Search Algorithm 

Searching is the process of finding some particular 

element in the list. If the element is present in the 

list, then the process is called successful, and the 

process returns the location of that element; 

otherwise, the search is called unsuccessful. 

Linear search is also called as sequential search 

algorithm. It is the simplest searching algorithm. 

In Linear search, we simply traverse the list 

completely and match each element of the list 

with the item whose location is to be found. If the 

match is found, then the location of the item is 

returned; otherwise, the algorithm returns NULL. 

It is widely used to search an element from the 

unordered list, i.e., the list in which items are not 

sorted. The worst-case time complexity of linear 

search is O(n). 

Natural Language Processing 

Natural language processing (NLP) is a subfield 

of linguistics, computer science, and artificial 

intelligence concerned with the interactions 

between computers and human language, in 

particular how to program computers to process 

and analyze large amounts of natural language 

data. The goal is a computer capable of 

"understanding" the contents of documents, 

including the contextual nuances of the language 

within them. The technology can then accurately 

extract information and insights contained in the 

documents as well as categorize and organize the 

documents themselves. 

4. EXPERIMENTAL RESULTS 

 
Fig 3: Search operation 
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Fig 4: Search Operation (2) 

5. CONCULSUION 

Thus, a new approach for searching the data inside 

the files to display files that contains the searched 

term has been implemented in this project. This 

project also discusses about reading files of 

formats like .txt, .pdfs and .docx. Finally, 

considering the popularity of data extraction in 

many areas, the Barium Search application is 

provided. Future research might focus on included 

the image and other file formats too. 
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